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Abstract

Testing is essential to modern software engi-
neering for building reliable software. Given
the high costs of manually creating test cases,
automated test case generation, particularly
methods utilizing large language models, has
become increasingly popular. These neural
approaches generate semantically meaningful
tests that are more maintainable compared with
traditional automated testing methods such as
fuzzing. However, the diversity and volume of
unit tests in current datasets are limited, espe-
cially for newer but important languages. In
this paper, we present a novel data augmenta-
tion technique, FuzzAug, that brings the ben-
efits of fuzzing to large language models by
incorporating valid testing semantics and pro-
viding diverse coverage-guided inputs. Dou-
bling the size of training datasets, FuzzAug im-
proves performance over the baselines signif-
icantly. This technique demonstrates the po-
tential of introducing prior knowledge from dy-
namic software analysis to improve neural test
generation, offering significant enhancements
in this task. Our code is open-sourced at https:
//github.com/SecurityLab-UCD/FuzzAug.

1 Introduction

Testing is one of the most important processes in
software engineering, ensuring the quality and reli-
ability of large software applications. Unit tests
are example-based self-assessment tests written
and executed by the developer to demonstrate that
the software works correctly as described in the
design specification (Runeson, 2006). However,
despite its importance, developers do not always
contribute new tests due to the difficulty of iden-
tifying which code to test, isolating them as fine-
grained units, and finding relevant inputs (Daka
and Fraser, 2014). Heuristic-based automatic unit
test generation (Pacheco and Ernst, 2007; Fraser
and Arcuri, 2011) is one solution to these issues,
but the resulting tests are unsatisfactory in read-

ability, correctness, and diversity of relevant input-
output pairs (Panichella et al., 2020). Other pop-
ular automatic randomized testing methods, e.g.
fuzzing (Serebryany, 2016), often ignores readabil-
ity and focuses only on generating inputs to find new
program behaviors, i.e. new coverage or crashes.
However, these randomized testing methods only
provide the input that triggers the bug with no valid
semantics. These reported input seeds are usually
not as informative as unit test functions in prac-
tice (Goldstein et al., 2024). Therefore, finding
semantically meaningful test cases correctly and
effectively remains an unsolved problem.

More recently, people have attempted to over-
come these issues by leveraging the power of gener-
ative language models (Nie et al., 2023; Rao et al.,
2024; He et al., 2024). Large language models
(LLMs) trained on large code corpora can write
meaningful programs given text descriptions (Bai
et al., 2023; Roziere et al., 2023; Lozhkov et al.,
2024). Therefore, with sufficiently large code and
test datasets, we expect that LLMs could generate
high-quality unit tests to assist human software en-
gineers.

However, testing functions typically occupy a
minor fraction of a software repository, compared
with regular functions for software features. Rao
et al. (2024) found that in popular Python and Java
repositories, test files comprise fewer than 20% of
all code files. This deficiency in training data ham-
pers the ability of LLMs to generate practical tests
for production environments for two reasons: 1. the
imbalance in training data causes the model to miss
critical details in the units under test. 2. the in-
sufficient amount of testing code presents a sig-
nificant challenge in learning the representations
of unit tests adequately. Previous work addressed
the imbalance issue by aligning code and tests into
pairs (Rao et al., 2024; He et al., 2024). However,
the second issue remains unsolved, and is further
amplified by the trend of switching to newer pro-
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gramming languages for better maintainability and
reliability, e.g. redesigning software in Rust.

A promising strategy to further enhance the ex-
isting state-of-the-art unit test datasets is designing
a new specialized data augmentation (DA) method
for LLM-based test generation. In computer vi-
sion, data augmentation typically involves applying
randomized geometric or color fransformations or
injecting random noise to images in the training set.
However, these methods are unsuitable for program-
ming languages (PLs) due to their formal grammar
and strict semantics. Limited research (Yu et al.,
2022) on DA for PL is not suitable for test gener-
ation, as they do not introduce new test cases that
explore the behavior of the program. Unit test func-
tions provide correct setups to invoke the functions
under test (focal functions), and test inputs are fed to
the focal functions to explore their functionality at
run-time. Consequently, a valid data augmentation
method for test generation must incorporate seman-
tically meaningful unit test functions, coupled with
randomized yet valid testing inputs tailored to the
specific functions under test.

To address these challenges, we propose Fuz-
zAug. FuzzAug, as depicted in Figure 1, is a direct
and effective data augmentation technique utilizing
fuzzing data to enhance test generation with LLMs.
Fuzzing identifies vulnerabilities in software by ran-
domly generating inputs to trigger new execution
paths in software. These inputs capture the pro-
gram’s runtime behavior and thus can enhance the
code understanding capabilities of LLMs (Zhao
et al., 2023; Huang et al., 2024). For implement-
ing fuzzing data as a form of data augmentation,
we perform code transformations on fuzz targets
in libFuzzer (Serebryany, 2016) to create new unit
test functions. FuzzAug nearly doubles the lim-
ited amount of testing code in training datasets
and provides a richer diversity of accurate and ex-
ecutable inputs for the focal functions. Training
LLM-based test generation models with FuzzAug
addresses the aforementioned issues by automati-
cally providing unit test functions with high-quality
test inputs. Thus, FuzzAug is a novel approach in
training practical LLM-based unit test assistance,
enhancing software robustness and maintaining test
readability.

To assess the effectiveness of FuzzAug, we con-
ducted experiments with three different state-of-
the-art 7B open-source code generation models.
Each model was trained on two datasets: on the
original UniTSyn (He et al., 2024) dataset and its

FuzzAug-augmented counterpart. All three mod-
els trained with FuzzAug consistently outperformed
their counterparts trained on only UniTSyn, and out-
performed the pre-trained/instruction-tuned base-
line significantly. They demonstrated significant
improvements in generating accurate test cases (as-
sertions) and useful test functions that achieved
higher code coverage.

Our contributions. 1. We introduce FuzzAug,
a novel data augmentation method specifically de-
signed for neural test generation LLMs to address
the limitations of existing training datasets. 2. We
build and release the Rust version of UniTSyn, aim-
ing at training test generation models for Rust pro-
grams. Furthermore, we apply FuzzAug to this
dataset and release the resulting augmented dataset,
enhancing its utility for advanced model training.
3. We validate the efficacy of FuzzAug by train-
ing generative LLMs on the UniTSyn dataset aug-
mented by it. The notable improvement under-
scores the necessity and advantages of incorporat-
ing fuzzing-augmented testing functions into the
training corpus, demonstrating the practical bene-
fits of our approach.

2 Design of FuzzAug

2.1 Challenges

Generating meaningful test functions as training
data for neural test generation models is a complex
and critical challenge. To introduce high-quality
random data for training test generation models, a
data augmentation method should satisfy the fol-
lowing requirements: 1. The randomly generated
data must be meaningful and valid to the software
testing context, i.e., the random data should be able
to explore the program’s behavior space. 2. The
augmentation modification must provide valid test-
ing semantics in the unit test functions. As stated
by Pacheco and Ernst (2007), unit test functions
must correctly parse the random input, set up the
state by invoking the focal function, and assert the
result of the final call is desired when possible.
Therefore, designing data augmentation to train
test generation models involves creating a sophisti-
cated balance. On the one hand, introducing suffi-
cient variability to train the models under diverse
conditions is essential to generate high-quantity test
cases. On the other hand, maintaining the semantic
integrity of augmented test functions is crucial to
ensure the validity of training data. This makes the
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Figure 1: Data Augmentation by fuzzing for neural test generation. To construct the augmented dataset, we first
extract unit test functions (Listing 1) and fuzzing targets (Listing 2). We instrument each fuzz target with a reporter
(Listing 3) to collect fuzzing seeds. We transform each fuzz target into a unit test template (Listing 4). Finally, we
instantiate the templates with valid test inputs to create the augmented training dataset (Listing 5). Please refer to

Figure 2 for examples of each step.

development of FuzzAug not only challenging but
also vital for advancing the capabilities of neural
test generation with language models.

2.2 Fuzzing for Random Input

The first requirement ensures that the randomly gen-
erated data is beneficial to model training. High-
quality test cases are expected to reflect the behavior
of the programs, which is hard to achieve by data
augmentation for natural language data. To improve
the model’s ability to generate useful test cases, the
data augmentation method needs to be aware of the
program’s structure and behavior.

Fuzzing. Fuzzing is a widely used software test-
ing method that generates inputs randomly to ex-
plore unseen program behaviors (Zeller et al., 2019).
Coverage-guided fuzzing can be summarized as a
four-stage loop consisting of input generation, pro-
gram execution, behavior monitoring, and input
ranking, as shown in Figure 4. First, the program is
executed with a given input. During execution, the
program’s dynamic behavior, particularly branch
coverage, is monitored to collect coverage informa-
tion. If a new behavior is observed, the triggering
input is saved in a seed queue and prioritized for the
next round of mutation; otherwise, it is discarded.
Finally, the mutator modifies the input for the next
cycle to explore new behaviors. Various mutation,
behavior monitoring, and seed scheduling strategies
have been studied to enhance the quality of input
seeds during fuzzing (Bohme et al., 2016, 2017;
Chen and Chen, 2018; She et al., 2019), and are
integrated into modern fuzzers like LibFuzzer (Sere-
bryany, 2016).

Fuzzers select input seeds by executing the pro-

grams. These inputs embed the program’s dynamic
behavior and are thus able to discover bugs and vul-
nerabilities in the program. Previous studies (Zhao
et al., 2023; Huang et al., 2024) show that fuzzing
input-output pairs are helpful for language mod-
els to understand programs. Therefore, we argue
that random inputs generated by fuzzers are also
suitable to contribute to randomized mutation for
testing function data augmentation. Thus, this first
requirement is satisfied by engaging fuzzing in the
data augmentation process.

LibFuzzer (Serebryany, 2016) allows users to
define custom fuzz targets to specify the most im-
portant functions as entry points for testing. We
select libFuzzer for its function-level fuzzing fea-
ture to ensure syntax correctness when invoking
the corresponding focal function. If we can com-
pile and run the fuzz target successfully, we are
confident that the testing code is valid training data
for the language model. Therefore, the validity of
FuzzAug is guaranteed. To collect inputs with the
program’s dynamic behavior from the fuzzing loop,
we instrument each fuzz target with a reporter, as
shown in Figure 1. After all the fuzz targets in the
project are instrumented, we start the fuzzing loop
for each target and save the reported inputs as a ran-
domly generated portion of our data augmentation
process.

2.3 Unifying Code Representation

For code generation with causal language modeling,
valid and complete training data with appropriate
semantics within the tokens is beneficial. There-
fore, to avoid any distribution shift between unit
test functions and data augmentation, we cannot
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1 | #[test] 1 |#! [no_main]
2 | fn encode_all bytes_url() { 2 | #[macro_use] extern crate libfuzzer_ sys;
3 let bytes: Vec<u8> = (0..=255).collect (); 3 | extern crate base64;
4 assert__eq!( 4 | use base64::*;
5 ?...”, /] expected result 5 |mod utils;
6 &engine : : GeneralPurpose : : new(&URL_SAFE, 6 | fuzz_target!(|data: &[u8]| {
PAD) . encode (bytes) 7 let engine = utils::random_engine(data);

7 ) 8 let _ = engine.decode(data);
8 1} 9 11

Listing (1) Unit test function extracted from repository Listing (2) Fuzz target extracted from repository
1 | fuzz_target!(|data: &[u8]| { 1 | #[test]
2 report(data); // example reporter 2 | fn test_template() {
3 let engine = utils::random_engine(data); 3 let data = []; // example template
4 let _ = engine.decode(data); 4 let engine = utils::random_engine(data);
501 5 let _ = engine.decode(data); }

Listing (3) Fuzz target instrumented with reporter Listing (4) Test template transformed from fuzz target

1 | #[test]
2 | fn test_1() {
3 let data = [3,44,12,3,21,2,255,12,4,34,12,4,12,3]; // example recorded test input
4 let engine = utils::random_engine(data);
5 let _ = engine.decode(data); }

Listing (5) Unit test function instantiated from test template with a seed generated by fuzzing

Figure 2: Simplified examples from base64 (Pierce, 2024) in our collected Rust dataset. Each example listing
corresponds to one step in Figure 1. Please refer to Section A.2 for details of unit testing in Rust.

append inputs generated by fuzzing to training data
directly due to the distinct representations between
raw fuzzing inputs and meaningful unit test func-
tions. Fuzzers treat all inputs as bytes and apply
byte-level random mutations, for example, bit-flip.
Previous work on using fuzzing data for code under-
standing tasks decodes the raw inputs into strings
and appends the inputs to the program (Zhao et al.,
2023) or uses different language modeling loss func-
tions for two kinds of data (Huang et al., 2024).
However, these approaches do not apply to gen-
erative models, so we need to design a different
representation for fuzzing data.

We implement a syntax transformation in the
compiler frontend to obtain valid new test functions
to keep testing semantics. We compiled these candi-
dates (Listing 2) into Abstract Syntax Trees (ASTs)
and extracted the function bodies from each AST
using proc_macro (David Tolnay and Alex Crich-
ton, 2024) and syn (David Tolnay, 2024). Then we
rewrite the macro for fuzz targets into valid function
definitions with the #[test] attribute on top to help
test discovery (Listing 4). We call the result of syn-
tax transformation test tremplate. We demonstrate
a fuzz target and its transformed test template in
Figure 1. These test templates are stored for actual
data augmentation at a later stage.

Algorithm 1 Fuzzing as Data Augmentation

function FuzzAuc(repo, N, L, timeout)
> repo = repository to apply FuzzAug
> N = number of training examples to generate
> L = maximum input length for collection
> timeout = maximum allowed fuzzing time
datasetag + []
for all t € GETFUZZTARGET(repo) do
t' < REPORTERINSTRUMENTATION(t)

1:
2
3
4.
5:
6
7
8:
9: inputs < Fuzz(t', timeout)

10: inputs’ < FILTER(\z : LEN(z) < L, inputs)

11: selected < SAMPLE(N, inputs’)

12: templates < SYNTAXTRANSFORMATION (%)

13: aug + INSTANTIATE(templates|: N],
selected)

14: datasetag < datasetag + aug

15: return datasetag

2.4 Fuzz Augmentation

To ensure the quality of the augmented data, we
employed an input selection algorithm as shown in
Algorithm 1. Raw inputs collected from fuzzing
have two drawbacks. First, there will be repeated or
overlapping inputs collected from fuzzing. Fuzzing
applies mutation on inputs that explore new paths
in the program. Therefore, consecutive inputs differ
only in small parts, which should be avoided.
Second, since the input data are generated ran-
domly by libFuzzer (Serebryany, 2016), the token
length for those inputs can be excessively long. This
behavior happens especially commonly when the
input type is a vector or long number (i64, f64, etc)
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Dataset #Repo #Focal # Pairs # Tokens
Unit tests 249 14633 7881 2.5M
Fuzz 179 14790 6811 2.2M
All 249 29423 14692 4.7TM

Table 1: Dataset statistics. Unit tests: the base dataset
we collected from code repositories using UniTSyn (He
etal., 2024). Fuzz: the dataset we transformed from fuzz
targets using Algorithm 1, where N = 40. Augmented
dataset: the combination of unit tests and fuzz.

since the length of the vectors or numbers is not a
problem for fuzzing. However, for generative mod-
els, the acceptable token length is much smaller, so
such long inputs will harm the performance of the
model. To overcome the aforementioned issues, we
designed our selection algorithm to first shuffle the
inputs and then sample the desired inputs within a
given length. Our algorithm samples N fuzzing in-
puts that satisfy the requirements to instantiate the
test templates for unique data augmentation (List-
ing 5).

3 Experimental Setup
3.1 Data Collection

We chose the Rust language to conduct this research
for three reasons. First, Rust projects are highly
structured with src/, tests/, and fuzz/ directories on
the top level. With the cargo package manager, we
can build and run the project without solving de-
pendency issues. Second, the Rust compiler has
built-in support for unit testing and fuzzing, so col-
lecting unit tests and fuzzing data is straightforward.
Third, Rust’s syntax for libFuzzer passes a closure
to a predefined macro, so we can apply syntax trans-
formation described in Section 2.3 to the fuzz tar-
gets. Rust is one of the most popular languages for
security-critical software, and yet is new compared
to older languages like C/C++, further highlighting
the necessity for effective data augmentation. We
follow UniTSyn (He et al., 2024) to collect the train-
ing data from open-source repositories on GitHub.

Unit test collection. Different from previous
work training on file-level code-test pairs (Rao et al.,
2024), we follow previous work (Nie et al., 2023; He
et al., 2024) to collect our training data as function-
level code-test pairs since it suits our data augmen-
tation method. We implement the Rust hook for
the UniTSyn (He et al., 2024) based on the #[test]
attribute on top of the Rust unit test functions. To

Base Model

Method  StarCoder2 CodeQwenl.5 Codellama
UniTSyn  UnitCoder UnitQwen UnitLlama
FuzzAug FuzzCoder FuzzQwen FuzzLlama

Table 2: Our model selection for evaluation.
Base Model: names of the baseline models used for
applying the fine-tuning methods.

find the call to the focal function, since assertions in
Rust are macros instead of keywords or functions as
in UniTSyn, we extend the framework to handle this
macro-specific case. From the downloaded reposi-
tories, we found 14 633 calls to the focal functions
in the unit tests, and collected 7881 focal-test pairs
as training data.

Augmented test collection. We chose LLVM lib-
Fuzzer (Serebryany, 2016) to utilize the pre-defined
fuzz targets in the code repositories. For Rust, lib-
Fuzzer is supported as cargo-fuzz. We instrumented
each fuzz target in the repository to report the input
fuzzing data. We transform the body of the fuzz
target macro to an equivalent unit test template, as
described in Figure 1. We fuzzed all targets for
one minute following previous work (Zhao et al.,
2023; Huang et al., 2024) on fuzzing for code un-
derstanding. All fuzzing processes are performed
on a server with dual 20-core, 40-thread x86_64
CPUs and 692 GB of RAM. Of the 249 reposito-
ries we downloaded, 179 compiled successfully for
fuzzing. For the main experiments, we set N = 40
so that the augmented data is at the same scale as
the original unit test dataset, and explore the effects
of scaling IV later in Section 4.4. We collected in
total of 6811 additional code-test pairs generated
by FuzzAug. The statistics of the collected unit test
dataset and data augmentation are summarized in
Table 1.

3.2 Baseline Models

We select three baselines to evaluate FuzzAug. Star-
Coder2 (Lozhkov et al., 2024) is the successor of
UniTSyn’s base model SantaCoder (Allal et al.,
2023). We follow EvalPlus (Liu et al., 2023) to se-
lect the best-performing 7B code generation model
CodeQwenl.5 (Bai et al., 2023). Finally, we ex-
periment on Codel.lama (Roziere et al., 2023) to
compare against its instruction-tuned baseline. The
complete model selection and naming are in Table 2.
Our training details are in Section A.1.
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3.3 Research Questions

To evaluate FuzzAug, we structure our experiments
around the following research questions on the qual-
ity of generated unit tests:

RQ.1. Can FuzzAug improve the accuracy of
generated test cases? Software testing aims to
discover hidden bugs in the code. The prerequisite
of this aim is to have accurate test cases, where
the generated input and output to the focal function
match with the ground truth. Therefore, accuracy
of generated test cases is an essential metric for
software testing. Generating accurate test cases
requires the model to learn both the semantics and
runtime behavior of the focal function, which is
challenging for language models (Gu et al., 2024).
We follow previous work (Chen et al., 2023a; He
et al., 2024) to extract the first 10 generated test
cases to examine their standalone correctness. We
compile and execute these test cases against the
ground truth focal function independently.

RQ.2. Can FuzzAug improve the validity and
completeness of generated unit tests? Accurate
assertions are essential for unit testing, while com-
pleteness and validity are necessary for generated
test functions to be practical. A generated test func-
tion is valid if it can be compiled and executed.
On the other hand, a test function is complete if it
can cover all of the branches of the focal function.
Therefore, we follow UniTSyn to use the compile
rate of the whole generated unit test functions and
branch coverage on the focal functions to check the
validity and completeness of the generated unit test
functions. We use grcov (Marco Castelluccio, 2024)
to measure the branch coverage.

RQ.3. Can FuzzAug generalize to other models?
Data augmentation is a training-time technique that
should improve the performance of all models in
the same task.

RQ.4. The effect of further scaling FuzzAug.
It is possible to further scale-up FuzzAug, so we
explore the effects of hyperparameter N.

3.4 Evaluation Setup

Benchmark dataset. We follow UniTSyn to eval-
uate the models on HumanEval-X (Zheng et al.,
2023), a hand-crafted benchmark for code genera-
tion tasks that contains Rust. HumanEval-X has 164
different problems, where each of them is composed
of description prompt in natural language, function

1 | fn has_close_elements(numbers: Vec<f32>,

threshold: f32) -> bool { ... }
2 | // Check the correctness of ¢
has_close_elements*®
#lefg (test)]

mod tests {
use super::*;
#[test]
fn test_has_close_elements() {
assert__eq! (has_ close__elements (

00NN AW

Listing 6: Example prompt used for test generation.
Import statements are removed for simplicity.

declaration (header), canonical solution (ground
truth implementation), and unit test function. We
follow UniTSyn to use the canonical solution as
the focal function, and let the model generate the
corresponding test function.

Prompts. We follow Chen et al. (2023a) to guide
the language models in generating assertions (List-
ing 6). We use natural language “Check the cor-
rectness of “function name™” in comments to in-
struct the model to complete the test function. We
guide the generation of assertions by providing the
language-specific assert keyword and the incom-
plete invocation of the focal function. We allow the
model to predict at most 1024 new tokens for the
synthesized assertions for all models. We set the
generation temperature to 1 for all the models to
encourage output diversity. We concatenate the im-
port statements, the focal function implementation,
the natural language instruction in the comment,
and the test header together as the import prompt
to the language model.

Post-processing. We avoid overly intricate pro-
cessing of the generated test functions to keep our
evaluation results faithful. We first count the num-
ber of the curly brackets. If the numbers do not
match, we check if the last generated line ended
with a semicolon to see if the last line is complete.
If not, we remove that line. Then we add the miss-
ing closing curly brackets to complete the generated
test.

4 Evaluation Results

We report our experimental results on the perfor-
mance of neural test generation in this section. We
categorize the models into three groups: pre-trained
(PT), instruction-tuned (IT), and fine-tuned (FT)
models. PT and IT models are the baselines, while
FT models are further trained with UniTSyn and
FuzzAug.
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Model Type Assert. CR  Acc

StarCoder2 PT 64.09 31.83
UnitCoder FT 65.73 32.99
FuzzCoder FT 70.98 35.50
CodeLlama IT 64.57 32.13
UnitLlama FT 70.79 34.70
FuzzLlama FT 75.67 37.07
CodeQwenl.5 PT 66.52 41.71
UnitQwen FT 73.54 46.04
FuzzQwen FT 80.91 52.20

Table 3: Accuracy of tests generated by LLMs. The
best results are highlighted in bold. Assert. CR: the
compile rate of the individual assertions. Acc: accuracy
of individual assertions.

4.1 Test Case Correctness

We follow CodeT (Chen et al., 2023a) to guide
the language models in generating independent test
cases (assertions). Since the assertions are inde-
pendent, we can parse them and evaluate each one
of them individually. We present the evaluation
results in Table 3. Notably, CodeQwenl.5 is the
strongest model in this assertion compile rate eval-
uation, where we observe an increase of +74.38%
over the base CodeQwenl.5 model and +7.37%
over UnitQwen. For assertion accuracy, We observe
a +10.49% increase over the base CodeQwenl.5
model and a +6.16% increase over UnitQwen.

4.2 Test Validity and Completeness

To evaluate if FuzzAug can help the model generate
valid unit test functions, we evaluate the generated
unit test functions without extracting the individual
assertions. Results for this experiment are shown
in Table 4. For whole test function compile rate,
FuzzAug also shows stable improvements on all
models. On the strongest model, CodeQwen1.5, we
observe an increase of +4.88% over CodeQwen1.5
and +12.80% over UnitQwen.

FuzzAug also improves the average branch cover-
age consistently. For CodeQwenl.5, we observe
an increase of +3.73% over CodeQwenl.5 and
+3.87% over UnitQwen. Achieving high branch
coverage is a hard task for LLMs, as it requires
deep understanding and reasoning ability over the
function’s control flow. For reference, even with
known overfitting issues (Jain et al., 2024), GPT-
4 can only achieve an average branch coverage of
47.94%.

Model Type Func. CR  Cov
StarCoder2 PT 45.73 9.88
UnitCoder FT 48.17 11.92
FuzzCoder FT 59.56 17.09
CodeLlama IT 54.88 15.75
UnitLlama FT 64.02 16.23
FuzzIlama FT 71.95 19.52
CodeQwenl.5 PT 68.29 20.90
UnitQwen FT 60.37 20.76
FuzzQwen FT 73.17 24.63

Table 4: Evaluations of usefulness of generated unit
tests. Func. CR: the compile rate of generated unit
test functions. Cov: the average branch coverage of
generated unit test functions on the focal functions.

4.3 Generalizability of FuzzAug

Useful data augmentation methods should work on
different models. We fine-tune three different mod-
els with FuzzAug and evaluate their performance,
where all models trained with FuzzAug show im-
provements over the baseline pre-trained models
and UniTSyn.

4.4 Scaling FuzzAug

We explore the effects of scaling FuzzAug to con-
struct larger training datasets. To assess the impact
of varying amounts of fuzzing inputs, we train mod-
els with N = 40, 60, 80, 100 fuzzing samples for
this experiment.

As shown in Appendix Figure 5, the impact of
scaling FuzzAug is not consistent across models.
In particular, for the stronger base model Code-
Qwenl.5, increasing N does not lead to significant
changes. Conversely, for weaker base models, scal-
ing N improves both assertion accuracy and com-
pile rate. When evaluating the test function com-
pile rate, both Fuzzl.lama and FuzzCoder exhibit a
positive correlation with increasing N. Addition-
ally, Fuzzllama’s accuracy improves with larger IV,
while other metrics show no clear trend.

The results suggest that dataset size alone is not
the primary factor influencing model performance.
Instead, the quality of data augmentation, driven by
the test semantics of the fuzz targets and coverage-
guided inputs, plays a more crucial role. Therefore,
we recommend selecting N at a scale comparable
to the original training dataset, which should be
enough.
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5 Related Work
5.1 Fuzzing

Fuzzing is a popular execution-based dynamic
testing technique with randomized inputs in var-
ious software domains (Rong et al., 2020, 2025).
Fuzzing aims to generate a set of inputs based on
the provided set of seeds to achieve high code cov-
erage. The fuzzer uses behavior monitoring to find
inputs with high branch coverage and favors those
inputs for future input generation (Chen and Chen,
2018; She et al., 2019; Rong et al., 2024; Zhang
et al., 2024). LibFuzzer (Serebryany, 2016) is part
of LLVM (Lattner and Adve, 2004), and can also be
used in other mainstream languages (Intelligence,
2024; Google).

Fuzzing for machine learning. Inputs generated
by coverage-guided fuzzing can benefit language
models in understanding programs, as they contain
information about the program’s dynamic behav-
ior (Zhao et al., 2023; Huang et al., 2024). Fuzzing
was also adopted as a data augmentation tool to im-
prove the robustness of neural networks (Gao et al.,
2020).

5.2 Test Generation via LLMs

Using large language models to generate test cases
is a new trend in automatic software testing. This
method is referred to as neural test generation. The
direct approach toward neural test generation is to
instruct pre-trained code generation LLMs (Roziere
et al., 2023; Lozhkov et al., 2024), or foundation
models (Achiam et al., 2023; Schifer et al., 2024;
Tang et al., 2024). The other approach is to train test-
specific models that are specialized in generating
test cases or test functions (Watson et al., 2020;
Tufano et al., 2021; Dinella et al., 2022; Alagarsamy
et al., 2023). The more recent work (Nie et al.,
2023; Rao et al., 2024; He et al., 2024) proposed to
train the test generation model on aligned data that
includes the correspondence between the unit test
and the function under test (focal).

6 Conclusion

We developed FuzzAug, a data augmentation
method for unit test function generation. Fuz-
zAug combines the advantages of coverage-guided
fuzzing and generative large language models to
generate tests that are not only semantically mean-
ingful but also strategically comprehensive. We
applied FuzzAug to fine-tune three state-of-the-art

7B open-source code generation models, demon-
strating the effectiveness of FuzzAug. We collected
our experimental dataset on Rust crates that have
pre-defined fuzzers as a Rust extension to UniTSyn.
Our method can be generalized to all languages
that OSS-Fuzz supports with slight modifications.
Our results show the effectiveness of employing
dynamic program analysis to generate high-quality
inputs to augment the code-test datasets in training
language models for unit test generation. We be-
lieve FuzzAug can spur the development of unit test
generation by large language models and contribute
to the field of Al for software testing.

Limitations and Future Work

In this section, we discuss the potential concerns
of our design and limitations, and propose future
work directions.

Applying to Different Languages

The syntax transformation from fuzz targets to unit
test templates differs for languages. However, the
general framework is language-agnostic. Further
work could extend UniTSyn (He et al., 2024) to
syntax transformation for multilingual support.
On a high level, fuzzing is language-agnostic.
We choose Rust to conduct our study in this pub-
lication to take advantage of its powerful build
tool cargo, which allows developers to define their
fuzz targets inside the repository. In principle,
our method can be generalized to all libFuzzer-
supported languages, and their corresponding fuzz
targets can be found in OSS-Fuzz (Serebryany,
2017). To use FuzzAug in other languages, one
could locate the fuzz targets in OSS-Fuzz. We pro-
vide FuzzAug for Python in our open-sourced repos-
itory. The current limitation of FuzzAug is that only
languages supported by OSS-Fuzz can be used.

Applying to Different Datasets

We followed previous work (Nie et al., 2023; He
et al., 2024) to construct our dataset on function-
level code-test pairs. File-level pairing approach
used in CAT-LM (Rao et al., 2024) offers addi-
tional benefits by providing more relevant context,
which is particularly useful in less modular, tightly
coupling, complex software systems. FuzzAug ap-
plies to both function-level and file-level data to
accommodate various types of datasets effectively.
LibFuzzer maintains separate fuzz targets in dif-
ferent files. After syntax transformation and fuzz
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data collection, FuzzAug can insert augmented unit
test functions into their original files and adopt
CAT-LM'’s pairing strategy, versatility enhancing
FuzzAug’s ability to augment and improve various
types of unit test datasets effectively. However, we
do require the software to compile and run.

To overcome issue of no fuzz target provided,
further research could combine FuzzAug with au-
tomatic fuzz target generation, including interpre-
tive (Chen et al., 2023b) and LLM-based (Lyu et al.,
2024) methods.

Evaluation on Real-World Projects

In our experiments, we follow UniTSyn to assess
the validity and completeness of generated unit test
functions using HumanEval-X (Zheng et al., 2023).
We did not use real-world Rust projects due to a
few challenges. First, as discussed in UniTSyn, it is
hard to eliminate data leakage when evaluating on
open-source projects. He et al. (2024) conducted a
detailed analysis of the data leakage issue, and con-
cluded that, under their dataset construction method,
there will be no data leakage on HumanEval-X dur-
ing training.

Second, we want to minimize the negative im-
pacts of incorrect project setup. Generating unit
tests in large open-source software (OSS) requires
special setups for each project. These setups for
defect testing are hard to construct and require hu-
man domain knowledge (Zhu and Rubio-Gonzdlez,
2023). Therefore, choosing to evaluate test gen-
eration on OSS introduces additional bias in the
results.

Finally, a hand-crafted and expert-verified bench-
mark like HumanEval-X offers an oracle implemen-
tation of the focal functions. If we use real-world
projects to evaluate LLM-based unit test genera-
tion and an assertion failed, we have no directly
way to distinguish whether the generated unit test
is incorrect or there is an actual defect. Previous
work (Pacheco and Ernst, 2007) in automated unit
test generation uses very simple assertions as or-
acles, such as o.equals(o). Our goal is to evaluate
the completeness and correctness of the generated
unit test functions, so we need a benchmark that
can provide the oracle implementation of the focal
functions. One interesting future work direction is
to construct a ground-truth benchmark on selected
real-world projects for neural test generation, where
all the bugs are known and the oracle implementa-
tion is available. Examples in this direction include
BugSwarm (Tomassi et al., 2019) and Magma (Haz-

imeh et al., 2020).
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A Appendix

A.1 Training Details

We follow the previous work (Radford et al., 2019;
He et al., 2024) to use an autoregressive signal for
continual training of the pre-trained base model.
We follow UniTSyn for the basic training config-
uration. Specifically, each training example is the
concatenation of the focal function and the unit test
function, joined by a \n newline symbol. Since
most of the training data are around 250 tokens (see
Figure 3), we set the maximum sequence length
to 512 for the tokenizer. We use a batch size of
128, with gradient accumulation at every 32 steps.
We use a 5 x 1073 learning rate for our training,
with cosine annealing learning rate decay for each
batch (Loshchilov and Hutter, 2016). Following
Kirkpatrick et al., we use 0.05 weight decay to make
the trained model robust to catastrophic forgetting.
We apply LoRA (Hu et al., 2022) to the model with
the rank » = 16, a = 16, and 0.05 dropout. We
train all the models, except StarCoder2, for 100
steps (approximately eight epochs) on four NVIDIA
H100-80GB GPUs. StarCoder? is trained for 200
steps due to its slower convergence rate and poor
performance.
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Figure 3: Token distribution of the dataset.

A.2 Testing in Practice

Unit testing is a software testing technique that fo-
cuses on assessing the correctness of basic software
units (Zhu et al., 1997). In classical setups, unit
tests contain three major stages: arrange, act, and as-
sert (Khorikov, 2020). The arrange stage sets up the
input data in the correct format, the act stage invokes
the code under test, and the assert stage checks the
output of the code. If passed, these unit tests can
be used as regression tests to ensure the future cor-
rectness and security of the software (Pacheco and
Ernst, 2007). Unit tests in software repositories are
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usually structured as fest functions, each encapsu-
lating the semantics of the aforementioned three
components. Unit test functions can be identified
using language-specific hooks (He et al., 2024).

Unit Testing in Rust. Unit testing in Rust is no
different from that in other programming languages.
Rust provides a built-in test framework that al-
lows developers to specify unit test functions us-
ing the #test] or #[cfg(test)] attribute. The rustc
compiler can automatically identify these test func-
tions at compile time and includes them only in
the test build. Rust offers assertions through the
assert! macro, with variants such as assert eq! and
assert_ne! for checking equality and inequality, re-
spectively. These assertion macros are used to ver-
ify the expected behavior of the code when the tests
are executed. An example of a Rust unit test func-
tion is shown in Listing 1, illustrating a simple ar-
rangement on the first line, followed by the action
and assertion within the assert_eq! macro on the
next line.

Fuzzing in Rust. The cargo-fuzz tool pro-
vides fuzzing functionality for Rust using
LibFuzzer (Serebryany, 2016). However, instead
of being defined as a test function, a fuzz target is
specified using the fuzz_target! macro, which takes
a closure function as an argument. The closure
function provides the appropriate testing semantics.
Unlike unit test functions, where programmers
hardcode test inputs during the arrange stage,
fuzz targets supply randomized input data of type
&[u8] (a slice of 8-bit unsigned integers) to the
closure function. The closure function is then
responsible for correctly parsing the input into the
appropriate format for the arrange stage. After that,
the closure function follows the same semantics
as a unit test function: the act stage invokes the
code under test, and the assert stage verifies its
output. As shown in the example in Listing 2, the
closure function performs the arrange stage on line
7. This key design of fuzz targets enables syntax
transformation to convert a fuzz target into a unit
test function, as described in Section 2.3.

A.3 Additional Results
A4 Additional Figures

Model Type
GPT-4 API

Assert. CR  Acc
95.53 75.04

Table 5: Accuracy of tests generated by LLMs. The
best results are highlighted in bold. Assert. CR: the
compile rate of the individual assertions. Acc: accuracy
of individual assertions.

Model Type
GPT-4 API

Func. CR  Cov
93.90 47.94

Table 6: Evaluations of usefulness of generated unit
tests. Func. CR: the compile rate of generated unit
test functions. Cov: the average branch coverage of
generated unit test functions on the focal functions.

mutate/
generate

Valuable training data
with program's new behavior

dynamic behavior

Figure 4: Fuzzing loop for dynamic program testing.
This loop shows the process of collecting randomly gen-
erated data for augmentation.
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Algorithm 2 Instrumentation and Syntax Transformation

1:
2
3:
4:
5
6
7

[ee]

function REPORTERINSTRUMENTATION( fuzz_target)

AST < PARSE(fuzz_target)
entry < GETBEGIN(AST)
data < GETPARAMETERS(AST)[0]

AST’ < ADDINSTRUCTION(AST, entry*, REPORT(data))

fuzz_target’ + DumpP(AST")
return fuzz_target'

: function SYNTAXTRANSFORMATION(fuzz_target)

> Pointer to the entry point

> Add reporter the entry of AST

9: AST* < PARSE(fuzz_target)
10: body < EXTRACTBODYNODE(AST *)
11: test_header < ... > Language-specific header
12: data_template + ... > Declaring data variable
13: test_ending <+ ... > Closing this test definition
14: return test_header + data_template + body + test_ending
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Figure 5: The impact of scaling the number of sampled fuzzing inputs on test generation performance.
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